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Abstract - Due to overwork farmers misallocate their time and this leads to the accidental neglect of plants, and they die due to over or 

under watering, etc., resulting in lots of food being wasted. We have designed and implemented an efficient Internet of Things (IoT) 

Agricultural System using the power of ESP32 module, temperature and humidity sensors, solenoid valves, and a convenient User 

Interface (UI). The communication subsystem module uses the Wi-Fi Networking for compatibility with more devices. The web interface 

has been written in C#, a low-level web development language, to use lower system resources to reduce the overall cost. 
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1. Introduction 
To achieve the efficiency of our IoT based agriculture system, we have developed and implemented a simple shared 

protocol with an ESP32 module and a Server that can talk to each other, a web interface where the user can configure and 

monitor the system, a database in which the user can look at the history and use it for planning [1]. Due to not having an 

actual farm readily available, we have performed the testing on a small houseplant instead. The shared protocol has been our 

main focus here because without it the system will not be able to work together, it must be able to run on small devices that 

it is based on WiFi and TCP connections (small packets containing information on sensors and actions over Transmission 

Control Protocol). The backend in the server allows another developer to add a more complex and user-friendly interface to 

the system [2]. 

Our role in this operation has been to deploy the microcontroller ESP32 as shown in Fig. 1 to feed power to DHT11, 

Photosensitive Diode, water level sensors and control pump. The ESP32 is powered by the software, Arduino IDE and the 

ESP32 microcontroller has the power to create a web server [3]. DHT11 reads the temperature of the plant and produces a 

reading. The Photosensitive Diode sensor detects light ray sensitivity. It allows the user to know when the plant requires 

some light source depending on the sensitivity of the ray. The water level detects the amount of water in the soil. Lastly, and 

not the least the control pump enables the water to flow from the tube to the plant’s soil. If the water temperature and light 

readings reaches above the maximum capacity within normal standards according to the plant’s need, then the website lets 

the ESP32 to immediately stop the source. However, any reading that produces a value within a range where the plant needs 

these resources, the ESP32 enables light and water source. 

The web interface has been written using C#, this interface represents a contract between an object and its user. Interfaces 

in C# help us achieve our goals allowing objects to interact with each other [4]. The C# interface acts as a blueprint for our 

methods, and events and makes it more flexible the realization of our project. Additionally, C# interface can improve 

extensibility where other developers might extend the program. Finally, C# interfaces are ideal to create and implement our 

solution, since they can be inherited from other interfaces [5]. 

The creation of algorithms is a fundamental task for managing and interacting with IoT Devices. It provides a powerful 

means to store, retrieve, manipulate, and control data within these systems. Algorithms are ubiquitous in the world of data 

management, used in a wide range of applications and industries to work with structured data efficiently. Whether you are a 

database administrator, data analyst, and software developer, or business professional, understanding algorithms are essential 
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for effectively harnessing the power of IoT systems and the data collected from them makes us informed decisions based on 

the collected data. 

In Section 1, we presented the main objectives for the realization of our project, next in Section 2, we discuss about the 

Hardware and Tools Employed, in Section 3, The Wireless Connectivity is described, in Section 4, The Sensors and Motors 

are presented, in Section 5, Algorithmic Methodologies is touched, then in Section 6, Web Interface Implementation is 

described, and finally our Conclusion is included in Section 7. 

 

2. Hardware and Tools Employed 
In Fig. 1, the following components are shown: on the left side of the panel, the ESP32-C6-EVB, a Capacitive soil 

moisture sensor, DHT11, motors, Photosensitive Diode sensor is on the middle of the panel and lastly all the hardware to 

work together on the last panel. 
 

 
Fig. 1 Picture of our hardware components 

 

The ESP32-C6-EVB has 4 built in relays from olimex, the module with the blue plastic is a temperature and humidity 

sensor. The arrow shaped board under it is a moisture sensor that can measure soil moisture, next to the blue module is a 

small light sensor (photoresistor) and a pump from Amazon. On the right is the subject of the experiment, a plant from the 

farmer's market. We also added an ESP32-S3, which is seen later in the paper when the full system is completed. 

             

3. The Wireless Connectivity 
For the communication subsystem, we implemented a simple shared protocol for the ESP32 and a Server to converse 

with each other. A web interface was also implemented for the user to configure and monitor the system, a database for 

planning and look at the history and its usage. Due to not having an actual farm, the testing was performed on a small 

houseplant instead.  

The shared protocol is one of our main component and focus here because without this the system will not be able to 

work in conjunction with the rest of the systems. It is meant to run on small devices and is based on WiFi and TCP 

connections. The backend of the server allows other developers to add a more complex and user friendly interfaces to the 

system. We successfully made our WiFi to work by modifying an example found in GitHub and replaced the code with one 

that sends sensor data to a server, as well as load settings and rules [2]. 

To simplify the wireless system, we used host names rather than IP addresses, this approach provides security advantages 

too as it makes harder to access the IP system of the user's network from one of the edge IoT devices. We used a dotnet C# 



 

 

 

 

 

 

 

301-3 

backend because low-level codes can be written into TCP servers and web servers using the same language with less effort. 

A segment of the code is shown in Fig. 2. 
 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Fig. 2 Arduino code for the sensor board using the ESP32-S3. 

 

4. The Sensors and Motors 
The purpose of the deployed microcontroller ESP32, shown in Fig. 1, has been to feed power to sensor modules, those 

are DHT11, Photosensitive Diode, water level sensors and control pump. DHT11 sensor module is the component that reads 

the humidity and temperature of the object. According to the DHT 11 datasheet, it requires to be powered by five Volts 

power supply and established a GND connection to run. Once these connections are established and instructions are sent to 

the module through the microcontroller, it transmits temperature data in the range of Zero to Fifty+ degrees Celsius and 

humidity range from twenty to ninety percent. The DHT then reads the plant’s temperature and humidity.  

Next, we move on to the Photosensitive Diode sensor. According to the data-sheet of this module, the Photosensitive 

Diode sensor function is to detect light ray sensitivity. This sensor requires at least a 5-Volts power supply and GND 

connection to function properly. It has features that contain high sensitivity on the light detection and daylight blocking 

filters with the ranges of 850 nm to 950 nm emitters. It also permits the user to know when the plant requires some light 

source depending on the sensitivity of the ray.  

The Capacitive Soil moisture sensor function is described next, which detects the amount of water in the soil. Lastly, 

the control pump enables the water to flow from the tube to the plant’s soil. According to this module, it requires at least 3.3-

Volt power supply and GND connection to be established to function properly. The reading values are the amount of water 

soiled on the plant, the dryness of the soil and the amount of water in the range of zero percent RH to hundred percent RH.  

We implemented our system on two breadboards where the following system/components were integrated: ESP32, 

DHT11 sensor, motor, and photosensitive diode sensor. All the servers and motor share the same Ground connection with 

the microcontroller. The Photosensitive Diode output pin establishes a connection to GPIO5 pin of the ESP32 
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microcontroller. The DHT11 output pin establishes as a connection to GPIO6 pin of the ESP32. The Water level sensor 

output pin makes a connection to GPIO7 pin of the ESP32. The motor's output pin makes a connection to GPIO16 pin of the 

ESP32, later made into an indicator LED with a separate board just for relay due to electrical problems.  If the water, 

temperature, light readings reached above the max capacity within normal standard according to the plant’s need then the 

website lets the ESP32 immediately to stop the source. However, any readings producing a value within a range where the 

plant needs these resources, the ESP32 enables light and water source. The assembled system is shown in Fig. 3. 
 

 
Fig. 3 The Complete System Assembled 

 

5. Algorithmic Methodologies Employed 
 Next, we present the functional methodologies employed during our implementation that were useful to combine all 

the data from these systems. This information is shown in Fig. 4. 

 
Fig. 4 How Different Methodologies were used to process data from the devices 
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In Fig. 5, we show the WiFi when a connection between the microcontroller, relay, and algorithms have been established. 

The figure shows the information that has been gathered from the feedback process. 
 

 
 

Fig. 5 Information that has been gathered from the feedback process. 

 

All these steps are extremely important because a single mistake can lead to a real damage since the code controls real 

life things. The if statements must be carefully used where appropriate and not to perform the same thing twice, and for 

processing things like strings, we must figure out the most practical way to parse them. 

 

6. Web Interface Implementation 
The web interface has been written using C#. C# interface represents a contract between an object and its user. Interfaces 

in C# can help us achieve good things allowing objects to interact with each other. C# interface acts as a blueprint for our 

methods and events. It makes it easier to follow the project. We can make the project come to specific requirements using 

C# and it will make our code more flexible. C# interface improves extensibility where other developers can extend the 

program. In the end, C# interfaces are easy to create and implement, and can also be inherited from other interfaces. 

 

 
 

Fig. 6 The Web Page Information 
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Fig. 6, shows the current interface for controlling the system, it’s simple and responsive and contains a text box that 

allows us to update the watering rate of the plant and see data from all the sensors working together; and Fig. 7 shows the 

communication information to the rest of the system. 
 

 
 

Fig. 7 Information that shows the way it communicates with the rest of the system. 

 

7. Conclusion 
Our Agricultural System was successfully implemented. Throughout the process we learned how to use IoT devices that 

can make the world more sustainable by helping us make complicated decisions based on many factors from data that is hard 

to gather on our own. By having an efficient IoT system, we can control it remotely with not much difficulty.  Therefore, 

making IoT devices are very useful for helping us to keep the cost down. These outcomes might open the door to larger 

applications such as using databases that could handle larger quantities of data. Overall, our solution implementation has 

shown how useful IoT devices can be and how lots of planning and tinkering can simplify these complicated tasks. 
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